Equivalence between the Number of Binary Trees, Stack Permutations and Chain Matrix Multiplication
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Abstract— A tree is a fundamental structure in computer science. Almost all operating systems store files in trees or tree like structures. Trees are also used in compiler design, text processing and searching algorithms. A binary tree is an ordered tree in which each node has maximum of two children, referred to as left and right tree. A binary tree can either be empty or recursively consists of a root, left sub tree and right sub tree. Stack permutation refers to all the permutations that can be generated by using 3 stacks. The first stack has the numbers n, n-1… 2, 1 on it in order from bottom-to-top (i.e., the first number you can pop off the stack is 1, then 2 … then n). The second and third stacks are empty. Chain Matrix Multiplication refers to multiplication of more than two matrices and reduces the total number of multiplications. In this paper we find out the similarities between the Number of Binary Trees, Stack Permutations and Chain Matrix Multiplication.
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I. INTRODUCTION

The tree is a fundamental structure in computer science. Almost all operating systems store files in trees or tree like structures. Trees are also used in compiler design, text processing and searching algorithms. A binary tree is an ordered tree in which each node has maximum of two children, referred to as left and right tree. A binary tree can either be empty or recursively consists of a root, left sub tree and right sub tree [1]. Commonly there are three traversing methods:

A. In-order Traversal
   To traverse a non-empty binary tree in in-order (or symmetric order), we perform the following three operations:
   1. Traverse the left sub-tree in in-order.
   2. Visit the root.
   3. Traverse the right sub-tree in in-order.

B. Pre-order Traversal
   To traverse a nonempty binary tree in pre-order, we perform the following three operations:
   1. Visit the root.
   2. Traverse the left sub-tree in pre-order.
   3. Traverse the right sub-tree in pre-order.

C. Post-order Traversal
   To traverse a nonempty binary tree in post-order, we perform the following three operations:
   1. Traverse the left sub-tree in post-order.
   2. Traverse the right sub-tree in post-order.
3. Visit the root.

In an in-order traversal first the left child is processed recursively, then processes the current node followed by the right child. Similarly in the preorder traversal first the root is processed followed by the left child and the right child [2][3].

Figure 1 illustrates binary tree and its traversals in pre-order, in-order, and post-order. [4]

![Binary Tree containing 12 nodes](image)

In-order traversal: F, J, G, A, H, K, I, B, C, L, D, E
Post-order traversal: J, G, F, K, I, H, L, E, D, C, B, A

Stack permutation refers to all the permutations that can be generated by using 3 stacks. The first stack has the numbers n, n-1,..., 2, 1 on it in order from bottom-to-top (i.e., the first number you can pop off the stack is 1, then 2 … then n). The second and third stacks are empty. We are allowed two kinds of moves. We can either pop a number off the first stack and push it onto the second stack, or pop a number off the second stack and push it onto the third stack. "Backwards" moves are not allowed [5].

Another problem that has a connection with the previous two involves the product of two matrices [6]. Suppose we wish to compute the product of n matrices $M_1, M_2, \ldots, M_n$.

Since matrix multiplication is associative, we can perform these multiplications in any order. We would like to know how many different ways we can perform these multiplications [15]. For example, if $n=3$, there are two possibilities $(M_1 \cdot M_2) \cdot M_3$ and $M_1 \cdot (M_2 \cdot M_3)$.

II. EQUIVALENCE BETWEEN THE NUMBER OF BINARY TREES, STACK PERMUTATIONS AND CHAIN MATRIX MULTIPLICATION

Stack permutation refers to all the permutations that can be generated by using 3 stacks. The first stack has the numbers n, n-1,..., 2, 1 on it in order from bottom-to-top (i.e., the first number you can pop off the stack is 1, then 2 … then n). The second and third stacks are empty. We are allowed two kinds of moves [12]. We can either pop a number off the first stack and push it onto the second stack, or pop a number off the second stack and push it onto the third stack. "Backwards" moves are not allowed [7][9][10]. We can move all the numbers from the first stack to the third. All the sequence of numbers that can be generated starting from first stack to the third stack on the third stack is known as a stack permutation. For example,

Permutations of n=3 numbers on 3 stacks...

<table>
<thead>
<tr>
<th>Moves</th>
<th>Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-&gt;2;</td>
<td>1, 2, 3</td>
</tr>
<tr>
<td>1-&gt;2;</td>
<td>1, 2, 3</td>
</tr>
<tr>
<td>2-&gt;3;</td>
<td>1, 2, 3</td>
</tr>
<tr>
<td>2-&gt;3;</td>
<td>1, 2, 3</td>
</tr>
</tbody>
</table>

Finished value: 1, 2, 3

<table>
<thead>
<tr>
<th>Moves</th>
<th>Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-&gt;2;</td>
<td>1, 3, 2</td>
</tr>
<tr>
<td>2-&gt;3;</td>
<td>1-&gt;2;</td>
</tr>
<tr>
<td>2-&gt;3;</td>
<td>2-&gt;3;</td>
</tr>
</tbody>
</table>

Finished value: 1, 3, 2

<table>
<thead>
<tr>
<th>Moves</th>
<th>Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>1-&gt;2;</td>
<td>3, 1, 2</td>
</tr>
<tr>
<td>2-&gt;3;</td>
<td>1-&gt;2;</td>
</tr>
<tr>
<td>2-&gt;3;</td>
<td>2-&gt;3;</td>
</tr>
</tbody>
</table>

Finished value: 3, 1, 2
Moves: 1->2; 2->3; 1->2; 2->3; 2->3;
Finished value: 2, 3, 1

Moves: 1->2; 2->3; 1->2; 2->3; 1->2; 2->3;
Finished value: 3, 2, 1

So the permutations for n=3 are (3,2,1), (2,3,1), (2,1,3), (1,3,2), (1,2,3)

The permutation values are read from bottom to top. So as we can see the value (3, 1, 2) cannot be generated for n=3 numbers.

Another problem that has a connection with the previous two involves the product of two matrices. Suppose we wish to compute the product of n matrices $M_1, M_2, ..., M_n$

Since matrix multiplication is associative, we can perform these multiplications in any order. We would like to know how many different ways we can perform these multiplications. For example, if n=3, there are two possibilities $(M_1*M_2)*M_3$ and $M_1*(M_2*M_3)$

Let $b_n$ be the number of different ways to compute the product of n matrices. Then $b_2=1$, $b_3=2$ and $b_4=5$. Let $M_{ij}, i<=j$ me the product of $M_i * M_{i+1} * ... * M_j$. The product we wish to compute is $M_{1n}$. We may compute $M_{1n}$ by computing any of the products $M_{ij} * M_{(i+1)n}, 1<=i<=n$, and this can be done recursively. The number of distinct ways to obtain $M_{ij}$ and $M_{(i+1)n}$ are $b_i$ and $b_{(n-1)}$ respectively[8]. Therefore letting $b=1$, we have

$$b_n = \sum_{i=1}^{n-1} b_i * b_{n-i}, n > 1$$

(1)

If we can determine the expression for $b_n$ only in terms of $n$ then we have a solution to our problem. Also, If the nodes of a tree are numbered such that its preorder permutation is 1, 2, ..., $n$ then the number of distinct binary trees having the preorder permutations 1, 2, ..., $n$. Using the concept of an in-order permutation, we can show that the number of distinct permutations obtainable by passing the numbers 1 to $n$ through a stack and deleting in all possible ways is equal to the number of distinct binary trees with $n$ nodes [2][11].

If we start with the numbers 1, 2, 3 then the possible permutations obtainable by a stack are:

(1,2,3) (1,3,2) (2,1,3)(2,3,1)(3,2,1)

Obtaining (3, 1, 2) is impossible.

Figure 2 shows the each of these 5 permutations corresponds to one of the five distinct binary trees with three nodes.

Now instead of $b_n$ be the number of distinct binary trees with $n$ nodes. Again an expression for $b_n$ in terms of $n$ is what we want [10]. Then we see that $b_n$ is the sum of all the possible binary trees formed in the following way: a root and two sub trees with $b_i$ and $b_{(n-i-1)}$ nodes, for $0<=i<n$. This explanation says that
This formula and the previous one are essentially the same. Therefore, the number of binary trees with \( n \) nodes, the number of permutations of 1 to \( n \) obtainable with a stack, and the number of ways to multiply \( n+1 \) matrix are all equal [13][14].

The formula for calculating the number of stack permutations having \( n \) values is

\[
b_n = \frac{1}{(n+1)} \cdot \binom{2n}{n}
\]

This is approximately of the order \( b_n = O\left(\frac{4^n}{n^{1.5}}\right) \)

### III. CONCLUSION

From the above results 1, 2 and 3, it can be concluded that the number of binary trees with \( n \) nodes, the number of permutations of 1 to \( n \) obtainable with a stack, and the number of ways to multiply \( (n+1) \) matrices are all equal.
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